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1 INTRODUCTION

This is the current draft (version 0.9) of the knowledge area description for Software Engineering Management. The primary goals of this document are to:
1) define the Software Engineering Management knowledge area,

2) present a breakdown of the knowledge area in an hierarchical topic framework,

3) provide a list of references that addresses the topics in the breakdown,

4) provide a topic-reference matrix,

5) provide a list of further readings and supplementary references that also address topics in this knowledge area.

2 DEFINITION OF THE SOFTWARE ENGINEERING MANAGEMENT KNOWLEDGE AREA

Before defining the Software Engineering Management knowledge area it is first necessary to set out the scope or context in which it is placed. As an organizational process, it is also important that its relationship to other related standards and to other knowledge areas is clear.

2.1 Scope and definition

The scope of this knowledge area follows the general focus of the Guide; that is, “emphasis… is placed upon the construction of useful software artifacts” (page i, Preface to the Guide to the SWEBOK). As a result we are principally concerned with issues related to software development – the acquisition of software solutions receives less attention here.

Software engineering is characterized in this Guide according to the IEEE definition: “(1) The application of a systematic, disciplined, quantifiable approach to the development, operation, and maintenance of software; that is, the application of engineering to software.” Management generally incorporates the following activities: planning, coordinating, measuring, monitoring, controlling and reporting. Combining these two definitions leads us to an understanding of Software Engineering Management: the application of management activities – planning, coordinating, measuring, monitoring, controlling and reporting – to ensure that the development of software is systematic, disciplined and measured.

The Software Engineering Management knowledge area therefore addresses the management of software development and the measurement and modeling of software development. Whilst measurement is an important aspect of all Guide to the SWEBOK knowledge areas, it is here that the topic is most focused, particularly with regard to issues involved in goal-driven measurement selection, model development and testing for the purposes of software engineering management.

2.2 The management of software engineering

Whilst it is true to say that in one sense it should be possible to manage software engineering in the same way as any other (complex) process, there are aspects particular
to software products and the software engineering process that complicate effective management – just a few of them are as follows:

- the perception of clients is such that there is a lack of appreciation for the complexity inherent in software engineering, particularly in relation to the impact of changing requirements
- related to the point just made, it is almost inevitable that the software engineering process itself will generate the need for new or changed client requirements
- as a result, software is often built in an iterative process rather than a concrete sequence of closed tasks
- software engineering necessarily incorporates aspects of creativity and discipline – maintaining an appropriate balance between the two is often difficult
- unlike many other disciplines, we are largely lacking an underlying theory (e.g. engineering is founded on the principles of physics and mathematics)
- software engineers create intangible products that cannot easily be tested in the same sense that a physical product can
- the degree of novelty and complexity of the software we are asked to build is extremely high, in that most (if not all) of the common and simple products have already been built
- we are faced with an extremely rapid rate of change in the underlying technology.

2.3 Relationship to general management and project management

With respect to software engineering, management activities occur at two levels. Aspects of general organizational management are relevant in terms of their impact on software engineering. For instance, planning at the strategic, tactical and operational level, organizational culture and behavior, and functional enterprise management in terms of procurement, supply chain management, marketing, sales, and distribution all have an influence, albeit indirectly, on an organization’s software engineering process. Perhaps more pertinent to this knowledge area is the notion of project management, as “the construction of useful software artifacts” is normally managed in the form of (perhaps programs of) individual projects. In this regard we find extensive support in the Guide to the Project Management Body of Knowledge (PMBOK) [PMI, 1996], which itself includes the following project management knowledge areas: integration, scope, time, cost, quality, human resource, communications, risk, and procurement. Clearly all of these topics have direct relevance to this knowledge area. Rather than attempt to duplicate the content of the Guide to the PMBOK here, which would be both impossible and inappropriate, we instead provide a cross-reference table at the end of this document so that the relationship between the two is evident.

2.4 Relationship to other Guide to the SWEBOK knowledge areas and standards

Not unexpectedly this knowledge area is closely related to others in the Guide to the SWEBOK, and reading the following knowledge area documents in conjunction with this one would be particularly useful. Material that is covered in these separate documents is not duplicated here.

- **Software Configuration Management**, as this deals with the administration, monitoring and control of collections of [software] components.
- **Software Engineering Process**, where these process activities must be managed.
- **Software Quality**, as quality is constantly a goal of management and is an aim of many activities that must be managed.

In order to provide a broader context in which these knowledge areas can be considered it is useful to map them to the IEEE/EIA Standard for Information Technology (ISO/IEC 12207) – Software life cycle processes. This sees the four management-oriented knowledge areas principally aligned to ‘6. Supporting Life Cycle Processes’ and to ‘7. Organizational Life Cycle Processes’ as follows:

<table>
<thead>
<tr>
<th>Guide to the SWEBOK</th>
<th>ISO/IEC 12207</th>
</tr>
</thead>
<tbody>
<tr>
<td>Chapter 7 Software Configuration Management</td>
<td>6.2 Configuration Management</td>
</tr>
<tr>
<td>Chapter 8 Software Engineering Management</td>
<td>7.1 Management</td>
</tr>
<tr>
<td>Chapter 9 Software Engineering Process</td>
<td>7.3 Improvement</td>
</tr>
<tr>
<td>Chapter 11 Software Quality</td>
<td>6.3 Quality Assurance</td>
</tr>
<tr>
<td></td>
<td>6.6 Joint Review</td>
</tr>
<tr>
<td></td>
<td>6.4 Verification</td>
</tr>
<tr>
<td></td>
<td>6.7 Audit</td>
</tr>
<tr>
<td></td>
<td>6.5 Validation</td>
</tr>
</tbody>
</table>

Chapters 2 through 6 of the Guide to the SWEBOK represent the phases of the software development process (and map to sections 5.3 Development and 5.5 Maintenance of ISO/IEC 12207). Clearly each process must be managed – issues of particular relevance to each process are dealt with in the associated knowledge area. Our focus is on the relevant aspects of enterprise, process and project management as they apply to software engineering rather than to individual development processes.

2.5 Management and measurement

As alluded to above, the *Software Engineering Management* knowledge area consists of both the management process and measurement sub-areas. Whilst these two topics are often regarded as being separate, and
indeed they do possess many mutually unique aspects, their close relationship has led to their combined treatment here as part of the Guide to the SWEBOK. Unfortunately the public perception of the software industry is that it delivers products late, over budget, with poor quality and uncertain functionality. Measurement-informed management – an assumed principle of any true engineering discipline – can help to turn this perception around. In essence, management without measurement, qualitative and quantitative, suggests a lack of rigor, and measurement without management suggests a lack of purpose or context. In the same way, however, management and measurement without expert knowledge is equally ineffectual so we must be careful to avoid over-emphasizing the quantitative aspects of Software Engineering Management. Effective management requires a combination of both numbers and stories.

The following working definitions are adopted here:

**Management process** refers to the activities that are undertaken in order to ensure that the software development process is performed in a manner consistent with the organization’s policies, goals, and standards.

**Measurement** (a.k.a. Metrics) refers to the assignment of values and labels to aspects of software development (products, processes, and resources as defined by [Fenton and Pfleeger, 1997]) and the models that are derived from them whether these models are developed using statistical, expert knowledge, or other techniques.

The management process sub-area makes extensive use of the measurement sub-area. This exchange between the two sub-areas occurs continuously throughout the software development processes.

3 **BREAKDOWN OF TOPICS FOR SOFTWARE ENGINEERING MANAGEMENT**

As the Software Engineering Management knowledge area is viewed here as an organizational process that incorporates the notion of process and project management, we have created a breakdown that is both topic-based and life cycle-based. There are three major topic areas: organizational management, which deals with high-level management activities that have a relevant but somewhat indirect impact on software engineering; process/project management, which deals with generally accepted software engineering management activities; and software engineering measurement, which deals with the effective development and implementation of measurement programs in software engineering organizations. Within each main topic area relevant sub-topics are listed, and described where necessary. In particular, further explanation is provided in the process/project management and software engineering measurement topic areas where distinct issues relating to software engineering management warrant more detailed attention.

A. **Organizational management**

1. Policy management – organizational policies and standards provide the framework in which software engineering is undertaken. As such, they operationalize overall organizational strategies and have an indirect influence on the software engineering process and its management. It is important that those charged with the management of software engineering both understand and influence the development, dissemination, deployment and enforcement of policies and standards. [Pfle: c2; Reif: c2; Somm: c30; Thay: c2,c4]
   1. Means of policy development
   2. Policy dissemination and enforcement
   3. Development and deployment of standards

2. Personnel management – policies and procedures used at the organizational level to recruit, select, motivate and reward personnel also affect the management of software engineering teams and individuals. It is acknowledged that in order to recruit and retain high-quality personnel in the software engineering industry it is vital that training, motivation, career development and the like are given adequate attention. [F&P: c11; Pfle: c3; Press: c3; Reif: c7,c8; Somm: c28; Thay: c7,c8]
   1. Hiring and retention
   2. Training and motivation
   3. Mentoring for career development

3. Communication management – even if project-based communication is effective, an organization is unlikely to survive long-term without clear policies and procedures that are applicable in the wider context. An awareness of communication channels (formal and informal), conventions in terms of terminology, form and style, mechanisms for feedback and the impact of organizational structures on communication, has an indirect but important influence on communication within the software engineering process. [Press: c3; Somm: c28; Thay: c1,c3]
   1. Communication channels and media
   2. Meeting procedures
Organizational Management
- Policy Management
  - Personnel Management
  - Communication Management
  - Portfolio Management
  - Procurement Management

Process/Project Management
- Initiation and scope definition
  - Planning
  - Enactment
  - Review and Evaluation
  - Closure

Software Engineering Measurement
- Goals
  - Measurement Selection
  - Measuring Software and its Development
  - Collection of data
  - Software Measurement Models

Software Engineering Management

3. Written presentations
4. Oral presentations
5. Negotiation

4. Portfolio management – organizations that deal with multiple clients and/or multiple projects are often faced with the need to prioritize their effort in terms of the projects they undertake. It is important that those involved in software engineering management both contribute to and are guided by the organizational management of project portfolios, where portfolios are constructed in light of the advantages and disadvantages of undertaking individual projects using a variety of cost/benefit and similar analysis methods. [Press: c10]

1. Strategy development and coordination
2. General investment management techniques
3. Project selection
4. Portfolio construction (risk minimization and value maximization)

5. Procurement management – in cases where an organization outsources (part of) their operation to an external agency this process must be managed effectively in order to ensure a successful outcome. As it is not uncommon for organizations to purchase some or all of their software engineering activity in such a way, organizational policies and procedures should exist to facilitate effective provider-consumer relationships. [Press: c5; Reif: c15; Somm: c2]

1. Procurement planning and selection
2. Supplier contract management

B. Process/project management (largely following 7.1 ISO/IEC 12207 Management Process)

1. Initiation and scope definition – the focus of this set of activities is on the effective determination of process and/or project requirements via various elicitation methods and the assessment of the process/project’s feasibility from a variety of standpoints. Once feasibility has been established, the remaining task within this process is the specification of requirements review and modification procedures (see also Chapter 2 of the Guide to the SWEBOK).

1. Determination and negotiation of requirements – methods of requirements engineering, elicitation (e.g. observation), analysis (e.g. data modelling, use case modelling), specification, and validation (e.g. prototyping) must be selected and applied in cognizance of various stakeholder perspectives. This leads to the determination of process/project scope, objectives and constraints. This is always an important activity, as it sets the visible boundaries for the set of tasks being undertaken, and is particularly so where the novelty of the undertaking is high. [D&T: c4; Pfle: c4; Press: c5,c11,c12; Somm: c4-11]
2. Feasibility analysis (technical, operational, financial, social/political) – the software engineering manager must be assured that adequate capability and resources are available in the form of people, expertise, facilities, infrastructure, and support (either internally or externally) to ensure that the process/project can be successfully completed in a timely and cost-effective manner (using, for example, a requirement-capability matrix). This often requires some ‘ball-park’ estimation of effort and cost based on appropriate methods (e.g. expert-informed analogy techniques). [Press: c10]

3. Process for the review and revision of requirements – given the inevitability of change, it is vital that agreement among stakeholders is reached at this early point as to the means by which scope and requirements are to be reviewed and revised (e.g. via agreed change management procedures). This clearly implies that scope and requirements will not be ‘set in stone’ but can and should be revisited at pre-determined points as the process occurs (e.g. at design reviews, acceptance tests). If changes are accepted then some form of traceability analysis and risk analysis (see below) should be used to ascertain the impact of those changes. A managed change approach should also be useful when it comes time to review the outcome of the process/project, as the scope and requirements should form the basis for evaluation of success. [Somm: c4]

2. Planning – the iterative planning process is informed by the scope and requirements and the establishment of feasibility. At this point, software processes are evaluated and the most appropriate (given the nature of the process/project, its degree of novelty, its functional and technical complexity, its quality requirements, and so on) is selected. Where relevant, the project itself is then planned in the form of an hierarchical decomposition of tasks, the associated deliverables of each task are specified and characterized in terms of quality and other attributes in line with stated requirements, and detailed effort, schedule and cost estimation is undertaken. Resources are then allocated to tasks so as to optimize personnel productivity (at individual, team, and organizational levels), equipment and materials utilization and adherence to schedule. Detailed risk management is undertaken and the ‘risk profile’ of the process/project is discussed among and accepted by all relevant stakeholders. Comprehensive quality management processes are determined as part of the planning process in the form of procedures and responsibilities for quality assurance, verification and validation (see also Chapter 11 of the Guide to the SWEBOK). As an iterative process, it is vital that the processes and responsibilities for ongoing plan management, review and revision are also clearly stated and agreed.

1. Process planning – selection of the appropriate software process (e.g. spiral, cleanroom) and the specification and deployment of appropriate process standards are undertaken in the light of the particular scope and requirements of the process/project. Relevant methods and tools are also selected. [D&T: c5,c11; Pfle: c2; Press: c2; Reif: c1,c2,c4; Somm: c1; Thay: c3]

2. Project planning – appropriate methods and tools are used to decompose the project into tasks, with associated inputs, outputs and completion conditions (e.g. work breakdown structure). [D&T: c10; Pfle: c3; Press: c3,c5; Reif: c3,c4; Somm: c3; Thay: c4,c6]

3. Determine deliverables – the product(s) of each task (e.g. high level architectural design, inspection report) are specified and characterized. [Pfle: c3; Press: c3,c7; Somm: c3; Thay: c4]

4. Effort, schedule and cost estimation – based on the breakdown of tasks, inputs and outputs, the expected effort range required for each is determined using a calibrated estimation model based on historical size-effort data where available and relevant (e.g. analogy-based estimation, function point analysis); task dependencies are established and potential bottlenecks are identified using suitable methods (e.g. critical path analysis); bottlenecks are resolved where possible and the expected schedule of tasks with projected start times, durations and end times is produced (e.g. PERT chart); resource requirements (people, tools) are translated into cost estimates. [D&T: c10; F&P: c12; Pfle: c3; Press: c5,c7; Reif: c4,c5; Somm: c3,c29; Thay: c5]

5. Resource allocation – equipment, facilities and people are associated with the scheduled tasks, including the allocation of responsibilities for completion (using, for example, a Gantt chart). This activity is informed and constrained by the availability of resources and their optimal use under these circumstances, as well as by issues relating to personnel e.g. productivity of individuals/teams, team dynamics, organizational and team structures. [Pfle: c3; Press: c5; Reif: c7,c8; Somm: c3; Thay: c6,c7]

6. Risk management – risk identification and analysis (what can go wrong, how and why, and what are the likely consequences), critical risk assessment (which are the most significant risks in terms of exposure, which can we do
something about in terms of leverage), risk mitigation and contingency planning (formulating a strategy to deal with risks and to manage the risk profile) are all undertaken. Risk assessment methods (e.g. decision trees and process simulations) should be used in order to highlight and evaluate risks. Project abandonment policies should also be determined at this point in discussion with all other stakeholders. [D&T: c10; Pfle: c3; Press: c6; Reif: c11; Thay: c4]

7. Quality management – quality is defined in terms of pertinent attributes of the specific process/project and any associated product(s), perhaps in both quantitative and qualitative terms. (These quality attributes will have been determined in the specification of detailed requirements.) Thresholds for adherence to quality are set for each attribute as appropriate to stakeholder expectations for the software at hand. Procedures relating to ongoing software quality assurance (SQA) throughout the process and for product (deliverable) verification and validation are also specified at this stage (e.g. reviews and inspections) (see also Chapter 11 of the Guide to the SWEBOK). [D&T: c7,c9; Press: c8; Reif: c10; Somm: c30,c31; Thay: c9,c10]

8. Plan management – in an environment where change is an expectation rather than a shock, it is vital that plans are themselves managed. This requires that adherence to plans is systematically directed, monitored, reviewed, reported, and, where appropriate, revised. Plans associated with other management-oriented support processes (e.g. documentation, configuration management and problem resolution) also need to be managed in the same manner. [Somm: c3; Thay: c4]

3. Enactment – the plans are then implemented and the processes embodied in the plans are enacted. Throughout, there is a focus on adherence to the plans, with an over-riding expectation that such adherence will lead to the successful satisfaction of stakeholder requirements and achievement of the process/project objectives. Fundamental to enactment are the ongoing management activities of measuring, monitoring, controlling and reporting.

1. Implementation of plans – the process is initiated and the process/project activities are undertaken according to the schedule. In the process, resources are utilized (e.g. personnel effort, funding) and deliverables are produced (e.g. architectural design documents, test cases). [Pfle: c3; Somm: c3]

2. Implementation of measurement process – the measurement process is enacted alongside the software development process/project, ensuring that relevant and useful data is collected (see also section C of this knowledge area breakdown). [F&P: c13,c14; Press: c4; Reif: c9,c10,c12; Thay: c3,c10]

3. Monitor process – adherence to the various plans is systematically assessed continually and at predetermined intervals. Outputs and completion conditions for each task are analyzed, deliverables are evaluated in terms of their required characteristics (e.g. via joint reviews, test audits), effort expenditure, schedule adherence and costs to date are investigated, resource usage is examined, the process/project risk profile is revisited, and adherence to quality requirements is evaluated. Measurement data is modeled and analyzed. Variance analysis based on the deviation of actual from expected outcomes and values is undertaken. This may be in the form of cost overruns, schedule slippage and the like. Outlier identification and analysis of quality and other measurement data is performed (e.g. defect density analysis). Risk exposure and leverage are recalculated and decisions trees, simulations and so on are re-run in the light of new data. These activities enable problem detection and exception identification based on exceeded thresholds. Outcomes are reported as needed and certainly where acceptable thresholds are surpassed. [D&T: c7,c9,c10; Press: c7; Reif: c9,c10; Somm: c31; Thay: c3,c9]

4. Control process – the outcomes of the process monitoring activities provide the basis on which action decisions are taken. Where appropriate, and where the impact and associated risks are modeled and managed, changes can be made to the process/project. This may take the form of corrective action (e.g. re-testing certain components), it may involve the incorporation of contingencies so that similar occurrences are avoided (e.g. the decision to use prototyping to assist in requirements validation), and/or it may entail the revision of the various plans and other project documents (e.g. requirements specification) to accommodate the unexpected outcomes and their flow-on implications. In some instances it may lead to abandonment of the process/project. In all cases, change control and configuration management procedures are adhered to (see Chapter 7 of the Guide to the SWEBOK), decisions are documented and communicated to all relevant parties, plans are revisited and revised where necessary, and relevant data is recorded in the central database (see also section C of this knowledge area breakdown). [D&T: c10; Press: c9; Reif: c9,c10; Thay: c3,c9]
5. Reporting – at specified and agreed periods, adherence to the plans is reported, both within the organization (e.g. to the project portfolio steering committee) and to external stakeholders (e.g. clients, users). Reports of this nature should focus on overall adherence as opposed to the detailed reporting required frequently within the process/project team. [Reif: c9,c10; Thay: c3,c10]

4. Review and evaluation – at critical points in the process/project overall progress towards achievement of the stated objectives and satisfaction of stakeholder requirements is evaluated. Similarly, assessments of the effectiveness of the overall process to date, the personnel involved, and the tools and methods employed are also undertaken at particular milestones.

1. Determining satisfaction of requirements – since attaining stakeholder (user and customer) satisfaction is one of our principal aims, it is important that progress towards this aim is formally and periodically assessed. This occurs at the achievement of major process/project milestones (e.g. confirmation of software design architecture, software integration joint review). Variances from expectations are identified and appropriate action is taken. As in the Control process activity above, in all cases change control and configuration management procedures are adhered to (see Chapter 7 of the Guide to the SWEBOK). Decisions are documented and communicated to all relevant parties, plans are revisited and revised where necessary, and relevant data is recorded in the central database (see also section C of this knowledge area breakdown). [Reif: c9,c10; Thay: c3,c10]

2. Reviewing and evaluating performance – periodic performance reviews for process/project personnel provide insights as to the likelihood of adherence to plans as well as possible areas of difficulty (e.g. team member conflicts). The various methods, tools and techniques employed are evaluated for their effectiveness and appropriateness, and the process itself is systematically and periodically assessed for its relevance, utility and efficacy in the process/project context (see also the other SWEBOK chapters). Where appropriate, changes are made and managed. [D&T: c7; Pfle: c7,c8; Press: c8; Reif: c9,c10; Thay: c3,c10]

5. Closure – the process/project reaches closure when all of the plans and embodied processes have been enacted and completed. At this stage the criteria for process/project success are revisited. Once closure is established, archival, post mortem and process improvement activities are performed.

1. Determining closure – the tasks as specified in the plans are complete and satisfactory achievement of completion criteria is confirmed. All planned products have been delivered with acceptable characteristics. Requirements are checked off and confirmed as satisfied and the objectives of the process/project have been achieved. These processes generally involve all stakeholders and result in the documentation of client acceptance and any remaining known problem reports. [D&T: c7; Reif: c9,c10; Thay: c3,c10]

2. Closure activities – after closure has been confirmed, archival of process/project materials takes place in line with stakeholder-agreed methods, location and duration. The organization’s measurement database is updated with final process/project data and post-project analyses are undertaken. A process/project post mortem is undertaken so that issues, problems and opportunities encountered during the process (particularly via Review and Evaluation) are analyzed, lessons are drawn from the process, and are fed into organizational learning and improvement endeavors (see also Chapter 9 of the Guide to the SWEBOK). [Pfle: c11; Somm: c31]

(Software then moves into operation, maintenance and, perhaps eventually, retirement. Whilst these tasks also need to be managed they are not explicitly addressed here – software maintenance as a set of activities is addressed in Chapter 5 of the Guide to the SWEBOK, and the other topics (software operation and retirement) are outside the scope of the Guide.)

C. Software engineering measurement

1. Determining the goals of a measurement program – the ad hoc approach to software engineering measurement that characterized early efforts – that is, measuring everything possible – often failed to provide genuine insights in terms of organizational improvement, or worse, it led to spurious outcomes that did not generalize to other cases. Each measurement endeavor should be guided by organizational objectives and driven by an over-riding goal that has organizational improvement at its foundation. In this way, measurement effort expenditure should ultimately result in some sort of cost-effective gain to the organization, based on justified prioritization of efforts. An emerging international standard, ISO/IEC FCD 15939, describes a generic process that defines the activities and tasks necessary to implement a software measurement process and includes as well a measurement information model. [ISO/IEC, 2000]
1. Organizational objectives – organizational strategies inform software engineering management in terms of identifying the broad issues and objectives that hold principal relevance at the organizational level (e.g. being first-to-market with new products). [F&P: c3,c13; Press: c4]

2. Software process improvement goals – organizational objectives are translated into specific software-related goals that, if achieved, can assist the organization in attaining its objectives (e.g. optimizing software development with a view to shortening the product life-cycle whilst maintaining process and product quality). [F&P: c3,c13; Pfle: c12; Press: c4; Reif: c2; Somm: c31]

2. Measurement selection – development of an effective measurement process is informed by the organizational objectives and software process improvement goals as specified. This provides the necessary context for more specific and detailed measurement selection. Some understanding of the validity, accuracy and reliability of the selected measures is also crucial in terms of assessing the value of the measurement program and the confidence that can be placed in the results generated from it.

1. Goal-driven measurement selection – once software process improvement goals are set, we are then in a position to utilize a decomposition process in order to ask questions of direct relevance and interest, leading finally to the selection of useful and relevant measures (e.g. the Goal/Question/Metric approach incorporates just such a decomposition process). In relation to shortening the product life-cycle we may adopt a measurement goal of maximizing software development productivity. In turn, we might ask questions such as: how much effort is expended on rework? what is the range of developer productivity rates? is developer productivity in line with changes in developer experience? All require quite different measures in order to provide the answers needed to achieve the overriding goals. [F&P: c1,c3,c13,c14; Reif: c12; Thay: c10]

2. Measurement validity – an awareness of issues relating to measurement validity and reliability is essential if the measurement program is to provide effective and bounded results. In particular, an appreciation of measurement scales and the implications of each scale type in relation to the subsequent selection of data analysis methods is especially important. [F&P: c2; Pfle: c11]

3. Measuring software and its development – whilst the application of measurement to software engineering can be complex, particularly in terms of modeling and analysis methods (see below), there are several aspects of software engineering measurement that are fundamental and that underlie much of the more advanced measurement and analysis processes. Furthermore, achievement of process and product improvement efforts can only be assessed if a set of baseline measures has been established. Software engineering management therefore includes, as a minimum, the measurement of product size, product structure, resource utilization and product and process quality.

1. Size measurement – software product size is most often assessed by measures of length (e.g. lines of source code in a module, pages in a requirements specification document) or functionality (e.g. function points in a specification or design, COCOMO evaluation of a system design). The standard for functional size measurement methods is [ISO/IEC 1998] and additional supporting standards are under development. A number of specific methods, suitable for different purposes, are available. [F&P: c7; Press: c4,c18,c23; Reif: c12; Somm: c30]

2. Structure measurement – a diverse range of measures of software product structure may be applied to both high- and low-level design and code artifacts to reflect control-flow (e.g. the cyclomatic number, code knots), data-flow (e.g. measures of slicing), nesting (e.g. nesting polynomial measure, the BAND measure), control structures (e.g. the vector measure, the NPATH measure), and modular structure and interaction (e.g. information flow, tree-based measures, coupling and cohesion). [F&P: c8; Press: c18,c23]

3. Resource measurement – whilst some effort can be made to assess the utilization of tools and hardware, the primary resource that needs to be managed in software engineering is personnel. As a result the main measures of interest are those related to productivity of individuals and of teams (e.g. using a measure of function points produced per unit of person-effort) and their associated levels of experience in software engineering in general and perhaps in particular technologies. [F&P: c3,c11; Somm: c29]

4. Quality measurement – as a multi-dimensional attribute, quality measurement is less straightforward to define than those above. Furthermore, some of the dimensions of quality (e.g. usability, maintainability, and value to the client) are likely to require measurement in qualitative rather than quantitative form. A more detailed discussion of software quality...
4. Collection of data – when developing a measurement process it is important to ensure that the optimal set of measures is chosen. By optimal it is not just meant that the measures are those that necessarily provide the greatest (predictive) power for the desired purpose. It is also important that the cost of data collection is minimized or at least balanced against the benefits to be gained from the outputs of the program. The possibility of reusing measures collected for other purposes is also considered as part of the collection process. The data collected is also useful from the perspective of enabling appropriate models to be developed for analysis, classification and prediction.

1. Survey techniques and form design – data collection forms and questionnaires are pilot tested before they are used on actual processes/projects. Forms are logically laid out, require minimum completion, and make use of default values where possible. Assistance for form and survey completion is made available. [F&P: c4,c5]

2. Automated and manual data collection – all data collection has associated costs, both direct (in terms of people employed and software purchased) and indirect (in the costs of interruptions and delays as measurement data are analyzed). For this reason, the measurement process is treated as an investment in the development process, with justification for expenditure and quantification of the resulting benefits. Procedures relating to data collection detail the point at which the data is available, the way in which it is collected, the personnel responsible for collection, and the cost associated with collection. Where possible, unobtrusive automated data collection is preferred. This information is important in ensuring that that program is actually feasible. The potential exists for a measurement process to be created, only to find that some of the data cannot physically be collected, or not in sufficient quantities. [F&P: c5; Press: c4; Somm: c30]

4 BREAKDOWN RATIONALE

The following subsections each describe how the proposed draft of the knowledge area description meets the criteria given in the project guidelines.

One or two breakdowns with identical topics
A single breakdown of topics is shown.

Soundness and reasonableness

The primary references and secondary sources were examined quite thoroughly in order to list all main topics. The division of the management process into life-cycle based topics seems both plausible and useful in terms of educational presentation.

Generally acceptable

In our view the material in this knowledge area description meets the criterion of being generally acceptable in terms of being “applicable to most projects, most of the time” and having “widespread consensus about their value and usefulness” [PMI, 1996]. These topics are those that receive the greatest coverage in both the original texts and additional materials suggested here.

Similarly, the Industrial Advisory Board definition of “study material of a software engineering licensing exam that a graduate would pass after completing four years of work experience” appears to be met. However, in this case the specific responsibilities of the graduate will obviously influence in what areas they have the opportunity to gain experience. Project management is often a more senior position and as such, graduates with four years of practice...
may not have had significant experience in managing, at least large-scale, projects.

The importance of measurement and its role in better management practices is widely acknowledged and so its importance can only increase in coming years. Effective measurement has become one of the cornerstones of organizational maturity.

Compatible with various schools of thought within software engineering

Excluding debate on measurement theoretic issues there is little intense debate in the measurement field. There is nothing that appears to be controversial in the management process sub-area.

Compatible with breakdown in industry, literatures, and standards

The breakdown is in line with others proposed, and is particularly aligned with the IEEE/EIA Standard for Information Technology (ISO/IEC 12207) – Software life cycle processes and the Guide to the Project Management Body of Knowledge.

Depth and node density

The suggested guidelines have been met here.

Meaningful topic names

Key terms on software measures and measurement methods have been defined in [ISO/IEC 2000] on the basis of the ISO international vocabulary of metrology [ISO93]. Nevertheless, readers will encounter terminology differences in the literature; for example, the term “metrics” is sometimes used in place of “measures”. We recognize that this could make less obvious the connection between this work and many papers and books (including [Fenton and Pfleeger, 1997]).

Brevity of topic descriptions

Although they have been expanded significantly between the last draft and this, the descriptions remain adequately brief and to the point.

Specific reference material

Additional reference material for more specialized topics not covered adequately in the primary reference material has been added.

Proposed reference material (publicly available)

All material is publicly available.

Maximum number of core reference materials is 15

We have adhered to this limit.

Preference to IEEE or ACM copyrighted material

This is evident in the selection of reference material, especially the collections of papers.

5 Matrix of Topics vs. Reference Material

The level of granularity used in Table 1 is a mixture of second and third level topics, depending on the specificity of the topic in question.

<table>
<thead>
<tr>
<th>Topic</th>
<th>D&amp;T</th>
<th>F&amp;P</th>
<th>Pfle</th>
<th>Press</th>
<th>Reif</th>
<th>Somm</th>
<th>Thay</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>A. Organizational Management</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Policy management</td>
<td>Ch. 2</td>
<td>Ch. 2</td>
<td>Ch. 30</td>
<td>Ch. 2,4</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Personnel management</td>
<td>Ch. 11</td>
<td>Ch. 3</td>
<td>Ch. 7,8</td>
<td>Ch. 28</td>
<td>Ch. 7,8</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Communication management</td>
<td>Ch. 3</td>
<td>Ch. 7,8</td>
<td>Ch. 28</td>
<td>Ch. 7,8</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Portfolio management</td>
<td>Ch. 10</td>
<td>Ch. 28</td>
<td>Ch. 1,3</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Procurement management</td>
<td>Ch. 5</td>
<td>Ch. 15</td>
<td>Ch. 2</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td><strong>B. Process/project Management</strong></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Initiation and scope definition</td>
<td>Ch. 4</td>
<td>Ch. 4</td>
<td>Ch. 5,11,12</td>
<td>Ch. 4-11</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Determination and negotiation of requirements</td>
<td>Ch. 4</td>
<td>Ch. 5,11,12</td>
<td>Ch. 4-11</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Feasibility analysis</td>
<td>Ch. 10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Review/revision of requirements</td>
<td>Ch. 4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Planning</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Process planning</td>
<td>Ch. 5,11</td>
<td>Ch. 2</td>
<td>Ch. 2</td>
<td>Ch. 1,2,4</td>
<td>Ch. 1</td>
<td>Ch. 3</td>
<td></td>
</tr>
<tr>
<td>Project planning</td>
<td>Ch. 10</td>
<td>Ch. 3</td>
<td>Ch. 3,5</td>
<td>Ch. 3,4</td>
<td>Ch. 3</td>
<td>Ch. 4,6</td>
<td></td>
</tr>
<tr>
<td>Determine deliverables</td>
<td>Ch. 3</td>
<td>Ch. 3,7</td>
<td>Ch. 3,4</td>
<td>Ch. 3</td>
<td>Ch. 4,6</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Effort, schedule and cost estimation</td>
<td>Ch. 10</td>
<td>Ch. 3</td>
<td>Ch. 5,7</td>
<td>Ch. 4,5</td>
<td>Ch. 3,29</td>
<td>Ch. 5</td>
<td></td>
</tr>
<tr>
<td>Resource allocation</td>
<td>Ch. 3</td>
<td>Ch. 5</td>
<td>Ch. 7,8</td>
<td>Ch. 3</td>
<td>Ch. 6,7</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Risk management</td>
<td>Ch. 10</td>
<td>Ch. 3</td>
<td>Ch. 6</td>
<td>Ch. 11</td>
<td>Ch. 4</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Quality management</td>
<td>Ch. 7,9</td>
<td>Ch. 8</td>
<td>Ch. 10</td>
<td>Ch. 30,31</td>
<td>Ch. 9,10</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Plan management</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

8–10 © IEEE – Trial Version 1.00 – May 2001
Table 1: Topics and their references

<table>
<thead>
<tr>
<th>Topic</th>
<th>D&amp;T</th>
<th>F&amp;P</th>
<th>Pfle</th>
<th>Press</th>
<th>Reif</th>
<th>Somm</th>
<th>Thay</th>
</tr>
</thead>
<tbody>
<tr>
<td>Enactment</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Implementation of plans</td>
<td>Ch. 3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Implementation of measurement process</td>
<td>Ch. 13,14</td>
<td>Ch. 4</td>
<td>Ch. 9,10,12</td>
<td>Ch. 3,10</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Monitor process</td>
<td>Ch. 7,9,10</td>
<td></td>
<td>Ch. 9,10</td>
<td>Ch. 31</td>
<td>Ch. 3,9</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Control process</td>
<td>Ch. 10</td>
<td></td>
<td>Ch. 9</td>
<td>Ch. 9,10</td>
<td>Ch. 3,9</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reporting</td>
<td>Ch. 9,10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Review and evaluation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Determining satisfaction of requirements</td>
<td>Ch. 9,10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reviewing and evaluating performance</td>
<td>Ch. 7</td>
<td>Ch. 7,8</td>
<td>Ch. 8</td>
<td>Ch. 9,10</td>
<td>Ch. 3,10</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Closure</td>
<td>Ch. 7</td>
<td>Ch. 9,10</td>
<td>Ch. 3,10</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Determining closure</td>
<td>Ch. 7</td>
<td>Ch. 9,10</td>
<td>Ch. 3,10</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Closure activities</td>
<td>Ch. 11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>C. Software Engineering Measurement</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Determining the goals of a measurement program</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Organizational objectives</td>
<td>Ch. 3,13</td>
<td>Ch. 4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software process improvement goals</td>
<td>Ch. 3,13</td>
<td>Ch. 12</td>
<td>Ch. 4</td>
<td>Ch. 2</td>
<td>Ch. 31</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Measurement selection</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Goal-driven measurement selection</td>
<td>Ch. 1,3,13,14</td>
<td>Ch. 12</td>
<td>Ch. 10</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Measurement validity</td>
<td>Ch. 2</td>
<td>Ch. 11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Measuring software and its development</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Size measurement</td>
<td>Ch. 7</td>
<td>Ch. 4,18,23</td>
<td>Ch. 12</td>
<td>Ch. 30</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Structure measurement</td>
<td>Ch. 8</td>
<td>Ch. 18,23</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Resource measurement</td>
<td>Ch. 3,11</td>
<td></td>
<td></td>
<td>Ch. 29</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Quality measurement</td>
<td>Ch. 9,10</td>
<td>Ch. 4</td>
<td>Ch. 12</td>
<td>Ch. 30</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Collection of data</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Survey techniques and form design</td>
<td>Ch. 4,5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Automated and manual data collection</td>
<td>Ch. 5</td>
<td>Ch. 4</td>
<td>Ch. 30</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Software measurement models</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Model building, calibration and evaluation</td>
<td>Ch. 4,6,13</td>
<td>Ch. 3,11,12</td>
<td>Ch. 29</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Implementation, interpretation and refinement of models</td>
<td>Ch. 6</td>
<td>Ch. 3,11,12</td>
<td>Ch. 4</td>
<td>Ch. 29</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

6 RECOMMENDED REFERENCES FOR SOFTWARE ENGINEERING MANAGEMENT

The Topic-Reference matrix shown above requires the following references to be included in the Guide to the SWEBOK.


APPENDIX A – LIST OF FURTHER READINGS

The following readings are useful sources of information for this knowledge area.

**Process/Project Management:**


Software Engineering Measurement:


APPENDIX B – REFERENCES USED TO WRITE AND JUSTIFY THE DESCRIPTION


### APPENDIX C – TABLE OF CORRESPONDENCE WITH PMBOK

<table>
<thead>
<tr>
<th>PMBOK Knowledge Areas</th>
<th>PMBOK Knowledge Area Processes</th>
<th>7.1 ISO/IEC 12207 Management Process Activities</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>7.1.1 Initiation and Scope Definition</td>
</tr>
<tr>
<td>4. Project Integration Management</td>
<td>4.1 Project Plan Development</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>4.2 Project Plan Execution</td>
<td></td>
</tr>
<tr>
<td></td>
<td>4.3 Overall Change Control</td>
<td></td>
</tr>
<tr>
<td>5. Project Scope Management</td>
<td>5.1 Initiation</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>5.2 Scope Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>5.3 Scope Definition</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>5.4 Scope Verification</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>5.5 Scope Change Control</td>
<td>X</td>
</tr>
<tr>
<td>6. Project Time Management</td>
<td>6.1 Activity Definition</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>6.2 Activity Sequencing</td>
<td></td>
</tr>
<tr>
<td></td>
<td>6.3 Activity Duration Estimating</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>6.4 Schedule Development</td>
<td></td>
</tr>
<tr>
<td></td>
<td>6.5 Schedule Control</td>
<td>X</td>
</tr>
<tr>
<td>7. Project Cost Management</td>
<td>7.1 Resources Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>7.2 Cost Estimating</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>7.3 Cost Budgeting</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>7.4 Cost Control</td>
<td>X</td>
</tr>
<tr>
<td>8. Project Quality Management</td>
<td>8.1 Quality Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>8.2 Quality Assurance</td>
<td></td>
</tr>
<tr>
<td></td>
<td>8.3 Quality Control</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>9.2 Staff Acquisition</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>9.3 Team Development</td>
<td>X</td>
</tr>
<tr>
<td>10. Project Communications Management</td>
<td>10.1 Communications Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>10.2 Information Distribution</td>
<td></td>
</tr>
<tr>
<td></td>
<td>10.3 Performance Reporting</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>10.4 Administrative Closure</td>
<td>X</td>
</tr>
<tr>
<td>11. Project Risk Management</td>
<td>11.1 Risk Identification</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>11.2 Risk Quantification</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>11.3 Risk Response Development</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>11.4 Risk Response Control</td>
<td>X</td>
</tr>
<tr>
<td>12. Project Procurement Management</td>
<td>12.1 Procurement Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>12.2 Solicitation Planning</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>12.3 Solicitation</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>12.4 Source Selection</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>12.5 Contract Administration</td>
<td>X</td>
</tr>
<tr>
<td></td>
<td>12.6 Contract Close-out</td>
<td>X</td>
</tr>
</tbody>
</table>

Table 2: Correspondence between PMBOK knowledge areas and ISO/IEC 12207 management process activities (taken from ISO/IEC Draft Technical Report (DTR) 16326)